实验三 栈及其应用

实验周次：第9周 学时：2学时 地点：学院机房

**【实验目的】**

1.领会顺序栈存储结构和掌握顺序栈中各种基本运算算法设计。

2.领会链栈存储结构和掌握链栈中各种基本运算算法设计。

3.掌握栈在求解迷宫问题中的应用。

**【实验内容】**

实验题1.编写一个程序sqstack.cpp,实现顺序栈的各种基本运算（假设顺序栈的元素类型Elem Type为char），并在此基础上设计一个程序exp3-1.cpp完成以下功能。

1. 初始化栈s。
2. 判断栈s是否非空。
3. 依次进栈元素a,b,c,d,e
4. 判断栈s是否非空。
5. 输出出栈序列即依次出栈并显示。
6. 判断栈s是否非空。
7. 释放栈。

提示内容：不会请查看PPT中相关内容。

程序：

Sqstack.cpp

//顺序栈运算算法

#include <stdio.h>

#include <malloc.h>

#define MaxSize 100

typedef *char* ElemType;

typedef *struct*

{

    ElemType data[MaxSize];

*int* top;                //栈指针

} SqStack;                  //声明顺序栈类型

*void* InitStack(SqStack \*&*s*)   //初始化顺序栈

{

*s*=(SqStack \*)malloc(sizeof(SqStack));

*s*->top=-1;

}

*void* DestroyStack(SqStack \*&*s*) //销毁顺序栈

{

    free(*s*);

}

*bool* StackEmpty(SqStack \**s*)     //判断栈空否

{

    return(*s*->top==-1);

}

*bool* Push(SqStack \*&*s*,ElemType *e*)    //进栈

{

    if (*s*->top==MaxSize-1)    //栈满的情况，即栈上溢出

        return false;

*s*->top++;

*s*->data[*s*->top]=*e*;

    return true;

}

*bool* Pop(SqStack \*&*s*,ElemType &*e*)    //出栈

{

    if (*s*->top==-1)     //栈为空的情况，即栈下溢出

        return false;

*e*=*s*->data[*s*->top];

*s*->top--;

    return true;

}

*bool* GetTop(SqStack \**s*,ElemType &*e*)  //取栈顶元素

{

    if (*s*->top==-1)         //栈为空的情况，即栈下溢出

        return false;

*e*=*s*->data[*s*->top];

    return true;

}

Exp3-1.cpp

//文件名:exp3-1.cpp

#include "sqstack.cpp"      //包含顺序栈的基本运算算法

*int* main()

{

    ElemType e;

    SqStack \*s;

    printf("顺序栈s的基本运算如下:\n");

    printf("  (1)初始化栈s\n");

    InitStack(s);

    printf("  (2)栈为%s\n",(StackEmpty(s)?"空":"非空"));

    printf("  (3)依次进栈元素a,b,c,d,e\n");

    Push(s,'a');

    Push(s,'b');

    Push(s,'c');

    Push(s,'d');

    Push(s,'e');

    printf("  (4)栈为%s\n",(StackEmpty(s)?"空":"非空"));

    printf("  (5)出栈序列:");

    while (!StackEmpty(s))

    {

        Pop(s,e);

        printf("%c ",e);

    }

    printf("\n");

    printf("  (6)栈为%s\n",(StackEmpty(s)?"空":"非空"));

    printf("  (7)释放栈\n");

    DestroyStack(s);

    return 1;

}

实验题2.编写一个程序linkstack.cpp,实现链栈的各种基本运算（假设链栈中数据域元素类型Elem Type为char），并在此基础上设计一个程序exp3-2.cpp完成以下功能。

1. 初始化栈s。
2. 判断栈s是否非空。
3. 依次进栈元素a,b,c,d,e
4. 判断栈s是否非空。
5. 输出出栈序列即依次出栈并显示。
6. 判断栈s是否非空。
7. 释放栈。

提示内容：不会请查看PPT中相关内容。

程序：

//linkstack.cpp

//链栈运算算法

#include <stdio.h>

#include <malloc.h>

typedef *char* ElemType;

typedef *struct* linknode

{

    ElemType data;              //数据域

*struct* linknode \*next;      //指针域

} LinkStNode;                   //链栈类型定义

*void* InitStack(LinkStNode \*&*s*)  //初始化链栈

{

*s*=(LinkStNode \*)malloc(sizeof(LinkStNode));

*s*->next=NULL;

}

*void* DestroyStack(LinkStNode \*&*s*)   //销毁链栈

{

    LinkStNode \*p=*s*->next;

    while (p!=NULL)

    {

        free(*s*);

*s*=p;

        p=p->next;

    }

    free(*s*);    //s指向尾节点,释放其空间

}

*bool* StackEmpty(LinkStNode \**s*)  //判断栈空否

{

    return(*s*->next==NULL);

}

*void* Push(LinkStNode \*&*s*,ElemType *e*)    //进栈

{   LinkStNode \*p;

    p=(LinkStNode \*)malloc(sizeof(LinkStNode));

    p->data=*e*;              //新建元素e对应的节点p

    p->next=*s*->next;        //插入p节点作为开始节点

*s*->next=p;

}

*bool* Pop(LinkStNode \*&*s*,ElemType &*e*)    //出栈

{   LinkStNode \*p;

    if (*s*->next==NULL)      //栈空的情况

        return false;

    p=*s*->next;              //p指向开始节点

*e*=p->data;

*s*->next=p->next;        //删除p节点

    free(p);                //释放p节点

    return true;

}

*bool* GetTop(LinkStNode \**s*,ElemType &*e*)  //取栈顶元素

{   if (*s*->next==NULL)      //栈空的情况

        return false;

*e*=*s*->next->data;

    return true;

}

Exp3-2.cpp

//文件名:exp3-2.cpp

#include "listack.cpp"      //包含链栈的基本运算算法

*int* main()

{

    ElemType e;

    LinkStNode \*s;

    printf("链栈s的基本运算如下:\n");

    printf("  (1)初始化栈s\n");

    InitStack(s);

    printf("  (2)栈为%s\n",(StackEmpty(s)?"空":"非空"));

    printf("  (3)依次进栈元素a,b,c,d,e\n");

    Push(s,'a');

    Push(s,'b');

    Push(s,'c');

    Push(s,'d');

    Push(s,'e');

    printf("  (4)栈为%s\n",(StackEmpty(s)?"空":"非空"));

    printf("  (5)出栈序列:");

    while (!StackEmpty(s))

    {

        Pop(s,e);

        printf("%c ",e);

    }

    printf("\n");

    printf("  (6)栈为%s\n",(StackEmpty(s)?"空":"非空"));

    printf("  (7)释放栈\n");

    DestroyStack(s);

    return 1;

}

实验题3. 迷宫路径求解。

例如，M=4，N=4，图中的每个方块，用空白表示通道，用阴影表示障碍物。为了算法方便，一般在迷宫外围加上了一条围墙。如下图所示。（根据PPT上讲的，做了调整）

![](data:image/png;base64,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)

请定义迷宫数组及相关的数据结构类型，并给出实现代码及调试结果。

//文件名:exp3-5.cpp

#include <stdio.h>

#define M 4                 //行数

#define N 4                 //列数

#define MaxSize 100         //栈最多元素个数

*int* mg[M+2][N+2]={          //一个迷宫,其四周要加上均为1的外框

{1,1,1,1,1,1},

{1,0,1,0,1,1},

{1,0,0,0,0,1},

{1,0,1,1,0,1},

{1,1,0,0,0,1},

{1,1,1,1,1,1}

};

*struct*

{

*int* i,j;

*int* di;

} St[MaxSize],Path[MaxSize];    //定义栈和存放最短路径的数组

*int* top=-1;                     //栈顶指针

*int* count=1;                    //路径数计数

*int* minlen=MaxSize;             //最短路径长度

*void* dispapath()                //输出一条路径并求最短路径

{

*int* k;

    printf("%5d: ",count++);    //输出第count条路径

    for (k=0;k<=top;k++)

        printf("(%d,%d) ",St[k].i,St[k].j);

    printf("\n");

    if (top+1<minlen)           //比较找最短路径

    {

        for (k=0;k<=top;k++)    //将最短路径存放在path中

            Path[k]=St[k];

        minlen=top+1;           //将最短路径长度存放在minlen中

    }

}

*void* dispminpath()              //输出第一条最短路径

{

    printf("最短路径如下:\n");

    printf("长度: %d\n",minlen);

    printf("路径: ");

    for (*int* k=0;k<minlen;k++)

        printf("(%d,%d) ",Path[k].i,Path[k].j);

    printf("\n");

}

*void* mgpath(*int* *xi*,*int* *yi*,*int* *xe*,*int* *ye*) //求迷宫路径

{

*int* i,j,i1,j1,di;

*bool* find;

    top++;                          //进栈

    St[top].i=*xi*;

    St[top].j=*yi*;

    St[top].di=-1;mg[*xi*][*yi*]=-1;    //初始方块进栈-1

    while (top>-1)                  //栈不空时循环

    {

        i=St[top].i;j=St[top].j;di=St[top].di;

        if (i==*xe* && j==*ye*)         //找到了出口

        {

            dispapath();            //输出一条路径

            mg[i][j]=0;             //让出口变为其他路径可走方块

            top--;                  //出口退栈,即回退一个方块

            i=St[top].i;j=St[top].j;

            di=St[top].di;          //让栈顶方块变为当前方块

        }

        find=false;                 //找下一个可走方块(i,1j1)

        while (di<4 && !find)

        {   di++;

            switch(di)

            {

            case 0:i1=i-1; j1=j;   break;

            case 1:i1=i;   j1=j+1; break;

            case 2:i1=i+1; j1=j;   break;

            case 3:i1=i,   j1=j-1; break;

            }

            if (mg[i1][j1]==0) find=true;

        }

        if (find)                   //找到了下一个可走方块(i1,j1)

        {   St[top].di=di;          //修改原栈顶元素的di值

            top++;St[top].i=i1;St[top].j=j1;

            St[top].di=-1;          //下一个可走方块(i1,j1)进栈

            mg[i1][j1]=-1;          //避免重复走到该方块-1

        }

        else                        //没有路径可走,则退栈(i,j)方块

        {

        //  mg[i][j]=0;             //让该位置变为其他路径可走方块-1

            top--;

        }

    }

    dispminpath();                  //输出最短路径

}

*int* main()

{

*int* i,j;

    printf("迷宫所有路径如下:\n");

    mgpath(1,1,M,N);

    for(i=0;i<M+2;i++)

    {

        for(j=0;j<N+2;j++)

            printf("%3d ",mg[i][j]);

            printf("\n");

    }

    return 1;

}

实验4 . 表达式的求解。

求解表达式(2+3)\*6+8\*5+4

要求：给出原表达式对应的字符数组。以及后缀表达式及其对应的字符数组。

给出表达式求解算法源代码含：1）表达式转换为后缀表达式实现算法源码。2）后缀表达式求解算法源码。并给出调试结果。

#include <iostream>

#include <stack>

using *namespace* std;

*void* trans(*char* \**exp*, *char* *postexp*[])

{

*char* e;

    stack<*char*> Optr;    //定义运算符栈（顺序栈）指针

*int* i = 0;           //i作为postexp的下标

    while (\**exp* != '\0') //exp表达式未扫描完时循环

    {

        switch (\**exp*) //根据元素类型,执行相应操作

        {

        case '(':

            Optr.push('('); //判定为左括号,入运算符栈,继续扫描其它字符

*exp*++;          //继续扫描其他字符

            break;

        case ')': //判定为右括号,则运算符出栈依次放入postexp字符数组中

            e = Optr.top();

            Optr.pop();

            while (e != '(') //不为'('时循环,直到碰的'('结束,左括弧不存入

            {

*postexp*[i++] = e; //将（运算符）e存放到postexp中,

                e = Optr.top();

                Optr.pop();

            }

*exp*++; //继续扫描其他字符

            break;

        case '+': //为加或减号时,栈里的运算符存入postexp,直到栈空或者

        case '-':

            while (!Optr.empty()) //栈空时退出循环

            {

                e = Optr.top();

                if (e != '(') //e不是'('

                {

*postexp*[i++] = e; //将(运算符）e存放到postexp中

                    e = Optr.top();

                    Optr.pop();

                }

                else

                    break; //碰到左括弧时,退出循环

            }

            Optr.push(\**exp*);

*exp*++; //继续扫描其他字符

            break;

        case '\*': //判定为'\*'或'/'号,栈里\*和/运算符全部存入postexp

        case '/':

            while (!Optr.empty()) //栈不空循环

            {

                e = Optr.top();

                if (e == '\*' || e == '/') //e为'\*'或'/'运算符

                {

*postexp*[i++] = e; //将('\*'或'/'运算符)e存放到postexp中

                    e = Optr.top();

                    Optr.pop();

                }

                else //e为非'\*'或'/'运算符时退出循环

                    break;

            }

            Optr.push(\**exp*);

*exp*++; //继续扫描其他字符

            break;

        default:                               //处理数字字符

            while (\**exp* >= '0' && \**exp* <= '9') //转存数字字符,

            {

*postexp*[i++] = \**exp*; //直接将数字字符存储字符数组postexp中

*exp*++;

            }                   //直到出现非数字字符时结束,此时再增加一个#

*postexp*[i++] = '#'; //增加#或者非数字字符,标识一个数值串结束

        }

    }

    while (!Optr.empty()) //此时exp扫描完毕,栈元素全部放入postexp

    {

        e = Optr.top();

        Optr.pop();

*postexp*[i++] = e; //将e存放到postexp中

    }

*postexp*[i] = '\0'; //给postexp表达式添加字符数组元素结束标识

}

//计算后缀表达式(已存储在postexp数组中）的值。

*double* compvalue(*char* \**postexp*)

{

*double* d, a, b, c, e;

    stack<*char*> Opnd;        //定义操作数栈

    while (\**postexp* != '\0') //postexp字符串未扫描完时循环

    {

        switch (\**postexp*)

        {

        case '+': //判定为'+'号

            a = Opnd.top();

            Opnd.pop();

            b = Opnd.top();

            Opnd.pop();

            c = b + a; //计算c

            Opnd.push(c);

            break;

        case '-': //判定为'-'号

            a = Opnd.top();

            Opnd.pop();

            b = Opnd.top();

            Opnd.pop();

            c = b - a;    //计算c

            Opnd.push(c); //将计算结果c进操作数栈Opnd

            break;

        case '\*': //判定为'\*'号

            a = Opnd.top();

            Opnd.pop();

            b = Opnd.top();

            Opnd.pop();

            c = b \* a;    //计算c

            Opnd.push(c); //将计算结果c进操作数栈Opnd

            break;

        case '/': //判定为'/'号

            a = Opnd.top();

            Opnd.pop();

            b = Opnd.top();

            Opnd.pop();

            if (a != 0)

            {

                c = b / a;    //计算c

                Opnd.push(c); //将计算结果c进操作数栈Opnd

                break;

            }

            else

            {

                printf("\n\t除零错误!\n");

                exit(0); //异常退出

            }

            break;

        default:                                       //处理数字字符'0'-'9'

            d = 0;                                     //转换成对应的数值存放到d中

            while ((\**postexp* >= '0') && (\**postexp* <= '9')) //碰到非数字字符时结束

            {

                d = 10 \* d + \**postexp* - '0'; //连续数字串转换为数值,参与运算

*postexp*++;                   //非数字字符'#'正好被废弃了-妙-

            }

            Opnd.push(d); //将连续数字字符串转换后的数值d进操作数栈Opnd

            break;        //等待参与运算

        }

*postexp*++; //继续处理其他字符

    }

    e = Opnd.top(); //取操作数栈Opnd栈顶元素（存放运算结果）,赋值给e返回

    return e;       //返回e （结果）

}

//建立如下主函数调用上述算法实现算术表达式的求解

*int* main()

{

*char* exp[] = "(2+3)\*6+8\*5+4"; //可将exp改为键盘输入

    //char exp[50];

    //gets(str);//输入表达式字符串

    //puts(str);//输出表达式字符串

*char* postexp[100];

    trans(exp, postexp);

    cout<<"中缀表达式:"<<exp<<endl;

    cout<<"后缀表达式:"<<postexp<<endl;

    cout<<"表达式的值:"<<compvalue(postexp)<<endl;

    return 0;

}